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ABSTRACT: Serial peripheral interfaces (SPI) are widely used to provide economical board level interfaces between 

different devices such as microcontrollers, Digital to Analog Converter’s, Analog to Digital Converter’s and other. 

Many Integrated Circuit manufacturers produce components that are compatible with SPI. Serial communication is the 

process of sending data one bit at a time, sequentially, over a link. A serial connection requires fewer interconnecting 

cables (e.g., wires/fibers) and hence occupies less space. For high performance systems, FPGAs (field programmable 

gate arrays) also uses SPI to interface as a slave to a host, as a master to sensors. In this work, an approach is proposed 

for the design and verification of configurable Intellectual Property (IP) module of Serial Peripheral Interface (SPI) 

protocol using Verilog and System Verilog.  
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I. INTRODUCTION 

 

Serial to Peripheral Interface (SPI) technology was developed to replace parallel interfaces so that we don’t have to 

route parallel bus around PCB and provides high speed data transfer between the devices. Motorola was the first 

company that named SPI to a circuit technique used in the late 1970s in its first 68000 based microcontroller unit to 

connect it to peripheral functions and later adopted by others in the industry. SPI become a popular communication 

protocol because of its simplicity of interfacing and the speed that allows communication of transferring data easily. 

SPI has earned a solid role in embedded systems whether it is system on chip processors, both with the higher end 32 

bit processors such as those using MIC, power PC or ARM and with other microcontrollers such as PIC, AVR. Usually 

SPI controllers are included on these chips and are capable of running in either master mode or slave mode. Field 

programmable gate array or chip based designs sometimes use SPI to communicate. So nowadays SPI is a common 

technology used for communication with peripheral devices where data needs to be transfer speedily and within real 

time constraints [1-5]. 

 

Intel is currently developing a successor to its low pin count (LPC) bus known as Enhanced Serial Peripheral Interface 

bus (eSPI). The enhanced SPI was made with an aim to allow reduction in the number of pins required on motherboard 

compared to systems using low pin count, more throughput than LPC, reduce the working voltages to 1.8 volts to 

facilitate smaller chip manufacturing processes, allow enhanced SPI to share serial peripheral interface flash devices 

with the host whereas on the other hand low pin count (LPC) bus did not allow firmware hubs to be used by LPC 

peripherals and enhanced serial peripheral interface also allow system designers to trade off cost and performance. To 

save pins the enhanced serial peripheral interface bus can either be shared with SPI devices or be separate from the SPI 

bus to allow more performance. 

 

Today, at the low end of the Communication Protocols, there are mainly two protocols: Inter- Integrated Circuit (I2C) 

and the Serial Peripheral Interface (SPI) Protocols. Both the protocols are well suited for communications between 

Integrated Circuits for communication with On-Board Peripherals. SPI is one of the most commonly used serial 
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protocols for both inter-chip and intra-chip low/medium speed data-stream transfer [5]. It is also a popular interface 

used for connecting peripherals to each other and to microprocessors [11].  

 

K. Aditya etal reported that the Synchronous serial interfaces are widely used to provide economical board level 

interfaces between different devices. The SPI master core consists of three parts, Serial interface, clock generator and 

Wishbone interface. The main objectives of this specification are to create a flexible interconnection means for use with 

semiconductor IP cores. This allows various IP cores to be connected together to form a System-on-Chip and to make 

WISHBONE interfaces independent of logic signaling levels [6-7]. 

 

As we know that UART protocol has been used frequently for short distance off-board data transfer, software 

debugging etc. The ever increasing complexity of the processing system to design, the modular approach has become a 

must. With these goals in mind, Abdul [29] have designed a UART-to SPI core which can be used as a module in 

building bigger systems incorporating the UART protocol as their serial communication protocol and SPI as Serial bus 

for data transfer [9]. 

 

The designed SPI is used for communication between different peripherals with that of a processor in a SoC (system on 

chip) application and also SPI Protocol is used in Real Time application of a SoC (System on chip) in order to 

communicate with the PPC 440 Processor and other peripherals which is applicable for present day Avionics Systems 

in Defences [15]. 

 

II. FUNCTION DISCRIPTION 

 

The SPI system provides a simple method for a master and a selected slave to exchange data serially. The system is 

enabled by setting the enable bit (SPIE) of the control register.  

 

The four SPI port pins which are associated with the SPI functions are as follows: 

• MOSI - Master out - Slave in 

• MISO - Master in - Slave out 

• SCK - Serial clock  

• SS - Slave select 

 

 
Fig 1: Block Diagram of SPI 

 

SPI data transmit and data receive register are the main elements of the SPI. When the communication takes place the 

data on the transmit register are transferred into the shift register. The shift register in the master of width (8,16,32)  and 

the shift register in the slave are linked by MOSI and MISO pins to form a distributed 16,32,64 bit register respectively. 

When the data transfer operation needs to be performed these 16,32,64- bit registers are serially shifted eight, sixteen, 

thirty-two bit positions by the serial clock generated by the master so that the data can be exchanged between the 

master and the selected slave. Data on the master SPI data transmit register becomes the input data for the slave read 

from the MOSI and the data read from the master SPI data receive register was the data send from the slave from 

MISO. Data on the shift registers are transferred into data receive register when the transfer completes and this data 

may be read from the data receive register any time before next transfer has completed. 
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Clock phase and clock polarity control bit in the control register selects one of four possible clock formats to be used 

by the SPI system. Clock polarity bit selects an inverted or non-inverted clock. On the other hand clock phase bit is 

used to accommodate two fundamentally different protocols by sampling data on the leading or trailing edges of the 

serial clock. The system can be configured as a master or as a slave. 

 
A. MASTER CODE 

 

When the MSTR bit in the control register of the SPI is set to one the master mode is selected. Master SPI module can 

only initiate transmissions. The data written on the data transmit register is immediately transferred to the shift register 

when the shift register is empty for the transmission process. The data written could be 8,16,32 bit wide and the bits 

begins shifting out on the MOSI (master out- slave in) under the control of the SCK generated. The prescaler register is 

used to determine the speed of the transmission. The SCK (serial clock) pin is the SPI clock output and through this pin 

the prescaler of master control the shift registers of the slave peripheral. In master mode MOSI (master out-slave in) pin 

is used to send the data and MISO (master in –slave out) pin is used to receive the data. The slave-select register is used 

to select the slave with which the master will communicate. If the SS pin of the master tries to become active low then 

the mode fault error flag will be high if the transmission is in process. If the transmission was not in process then the 

MSTR bit will be set to logic zero and the system now will be configured as a slave. The transfer operation will depend 

on the clock phase and clock polarity defined by the CPHA and CPOL bits in the control register. 

 

 

 
Fig 2: SPI Core in a Multi-Slave environment 

B. SLAVE CODE 

 

The SPI will be configured as a slave when the MSTR bit in the control register will be set to logic zero. In this mode 

SCK (serial clock) is the SPI clock input from the master, MISO (master in slave out) pin will work as a data output pin 

and MOSI (master out slave in) pin will work as a serial data output pin. The SS (slave-select) pin will work as an 

input. The SS pin of the SPI must be asserted low to initiate a transmission and must remain low until the transmission 

is complete. If SS goes high, the SPI is forced into the idle state and if the slave is not selected means SS is high, then 

the SCK (serial clock) input is ignored and because of which internal shifting of shift register does not takes place. 

Some SPI peripherals are capable of only receiving data when configured as a slave and for these kinds of SPI 

peripheral devices there is no serial data out pin. 

 

If the clock phase bit of the control register is set to logic zero then the odd numbered edges on the serial clock input 

causes the data at serial data input pin to be latched and on the other hand even numbered edges causes the value 

previously latched from the serial data input pin to shift into the shift register of SPI and that bit could be LSB or MSB 

depending on the LSB/MSB bit of control register.  

 

When CPHA bit is set to one, even numbered edges on the serial clock input causes the data at the serial data input pin 

to be latched and odd numbered edges causes the value previously latched from the serial data input pin to shift into the 

shift register that bit could be LSB or MSB same as the case when CPHA is clear. When CPHA is set to logic zero and 

SS input is low that is the slave is selected then the first bit of the SPI data is driven out of the output pin that is MISO 
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pin. When CPHA is set to one the first edge gives the first data bit onto the serial data output pin. The transmission 

complete flag in the SPI status register is set to denote the completion of transfer. 

 

 
Fig 3: System configured as Slave 

 

During an SPI transfer, data is simultaneously shifted out serially (transmitted) and shifted in serially (received). SCK 

(serial clock) line synchronizes sampling and shifting of the information on the two serial data lines that are MOSI and 

MISO. Individual selection of slave SPI device is done by slave select line and the slave devices that are not selected do 

not interfere with SPI bus activities. 

 

III. FUNCTIONAL VERIFICATION  

 

The functional Verification plan of SPI is based on the System Verilog Hardware Verification Language and the 

methodology used for verification is constraint random coverage driven verification. The verification plan is used to 

determine the progress and completion of the verification phase of verification and it can be defined as the focal point 

for defining exactly what needs to be tested. It will verify the design functionally with all possible cases of the protocol. 

Structure of the verification environment is defined by the verification plan.  

 

Verification environment contains the instances of the entire verification components and there connectivity. To build 

the verification environment, test bench components based on the configuration needs to be connected and allocated. A 

test bench component is one that only exists in the test bench and not the part of the physical components in the design 

that are built with RTL code. For a robust verification environment detailed test bench architecture is essential. This 

section will describe each component of the test bench, how they are connected and various topologies, various 

techniques that are used. 

 

The basic component which needs to be included in the System Verilog Testbench includes the random Stimulus 

(Packet) then Generator should generate the random stimulus from Random Stimulus. Packet Class Generator should 

send this Stimulus to Driver through some means. The Driver should drive this stimulus to DUT (design under test) 

using virtual interface. The Driver should send this stimulus to the Scoreboard also using some means. The Monitor 

should monitor the output port/s and re-assemble the Actual Data and send it to scoreboard as an actual data. The 

scoreboard contains checker and model in it and compares the actual data versus expected data and shows the results. 

These various parts are shown in Fig 4. 
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Fig 4: Verification Environment 

 

A generator is used to create a transaction and then randomizes it and puts it in to the driver. Generators create inputs at 

a high level of abstraction. The driver receives commands from the generator and translates the operations into the 

actual inputs for the design under verification. It is a class which generates the packets and then drives these packets to 

the DUT (design under test) input interface.  

 

The driver part of verification deals with the configuration of several registers which are used in data transmission. The 

outputs from the driver are sent to the DUT (design under test) and to the scoreboard. Monitor identifies all the 

transactions and reports the protocol violations. It can be categorized into two parts that are passive and active. Passive 

monitors do not drive any signal whereas on the other hand active monitors are the one that drive the DUT signals. 

Sometimes monitor can also referred to as receiver.  

 

Monitor receives signals from the design under test and converts the state of the design and its output to a transaction 

abstraction level so that it can be sent to score-board and stored there in the database to be checked later on.Score-board 

contains model and the checker in it. It has two inputs one from the driver and the other from the monitor. Monitor only 

monitors the interface protocol and doesn’t check whether the data is same as expected data or not, as interface has 

nothing to do with the data. 

 

Checker does the function of unpacking, which is reverse of packing operation that is converting the low level data into 

high level data. The comparison state is sent to scoreboard and it displays the result after comparison between model 

and the input taken from monitor. 

 

Interface is used to connect the test bench to the design under test and can be named as bundle of wires (for example it 

can be thought of connecting two hardware unit blocks with the help of physical wires). Interface can add new 

connections easily and port lists are compact and carries directional information. The data type for the signals should be 

logic for the interface instance to be used in the program block. By declaring signal as logic will add flexibility as logic 

type signals can also be driven by a continuous assignment statement. In case of single drivers signal should be 

declared as logic whereas on the other hand if the signal is bi-directional that is in out or has multiple drivers then the 

signal must be declared with a wire data type or any other form of wire data type. 

 

IV. RESULTS & DISCUSSION 

 

SPI master-slave core based on design- reuse methodology have been designed. SPI master is a flexible programmable 

logic component that accommodates communication with a variety of slaves via single parallel interface. It allows 

communication with user specified number of slaves as in this case the number of slaves is eight, which may require 

independent SPI modes, data widths and serial clock speeds. We simulated the design in Questa Sim 10.0b using 

Verilog and system Verilog. We have verified the data in slave device same as the data in the master device. We got the 

output data same as the input data and further functional verification is also done. System Verilog is used in order to 

cover all the functions of the code. 

http://www.ijirset.com/


 

  

          ISSN: 2319-8753                                                                                                                                     
                                                                                                           

International Journal of Innovative Research in Science, 

Engineering and Technology 

(An ISO 3297: 2007 Certified Organization) 

Vol. 3, Issue 10, October 2014 

                               DOI: 10.15680/IJIRSET.2014.0310048 

Copyright to IJIRSET                                                                         www.ijirset.com                                                                   16755 

  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig 5: Simulation result when CPHA and CPOL both are low and LSB transmission 

 

The simulation results generated by Questa Sim 10.0b when CPHA (clock phase) and CPOL (clock polarity) both are 

low is shown in Fig.5. The serial clock generated in this case will be low in idle state as the CPOL is low and sampling 

will be done on the trailing edge and setup on the leading edge as the CPHA is low. In this case LSB transmission is 

done as LSB/MSB bit of the control register is set to one. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig 6: Simulation result when CPHA and CPOL both are high and MSB transmission 

 

Figure 6 contains the simulation results generated by Questa Sim 10.0b when CPHA (clock phase) and CPOL (clock 

polarity) both are high. The serial clock generated in this case will be high in idle state as the CPOL is high and 

sampling will be done on the leading edge and setup on the trailing edge as the CPHA is high. In this case MSB 

transmission is done as LSB/MSB bit of the control register is set to zero. 

 

http://www.ijirset.com/


 

  

          ISSN: 2319-8753                                                                                                                                     
                                                                                                           

International Journal of Innovative Research in Science, 

Engineering and Technology 

(An ISO 3297: 2007 Certified Organization) 

Vol. 3, Issue 10, October 2014 

                               DOI: 10.15680/IJIRSET.2014.0310048 

Copyright to IJIRSET                                                                         www.ijirset.com                                                                   16756 

  

 
 

Fig 7: Simulation result when CPHA and CPOL both are low  

 

Figure 7 contains the simulation results generated by Questa Sim 10.0b when CPHA (clock phase) and CPOL (clock 

polarity) both are low. The serial clock generated in this case will be low in idle state as the CPOL is low and sampling 

will be done on the trailing edge and setup on the leading edge as the CPHA is low and the value of the data transmit 

register is 10010010 

 

The functional coverage reports of SPI using Questa Sim 10.0b are shown in Fig 8 in various formats. 

 

 
 

Fig 7: Coverage Summary of Design 
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Fig 8: Coverage report showing number of bins with names 

 

Coverage report of design shows that our design and verification environment covered 100% functionality in 

accordance with the design specification as shown in Fig 7. 

 

V. CONCLUSION 

 

We presented the implementation and verification of a Serial Peripheral Interface. A designing and verification of 

configurable intellectual property (IP) module of SPI protocol using Verilog HDL for implementation part and System 

Verilog for verification have been shown. We have discussed about the requirement and advantages of serial 

communication and what are the problems with the serial ports and how Serial Peripheral Interface (SPI) overcomes 

those problems. After that we have described the general introduction to the SPI. 

 

The basic functionality and operation of SPI and description of registers, signals, pin is discussed. It describes that how 

we can create serial communication environment between the master and the selected slave device. Functional 

verification of SPI contains the description of verification platform using System Verilog for the design under test 

(DUT) that is SPI. In accordance with the design specification we created the verification environment to validate the 

functionality and operation of configurable intellectual property SPI. 

 

Future scope of the SPI device through Register transfer level modelling which will define the implementation details 

of the device. After Register Transfer Level modelling, the functional model can be implemented either using the 

standard digital elements available in the technology library or the FPGA chips available in the market. 
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